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Abstract

In the expanding field of visual applications, layout design and graphical editing tasks are crucial points. In this paper, we address the incorporation of AI aspects in the visual software design process and the automatic layout and beautification of informational graphics such as visual programs and chart diagrams. Since layout in dynamic settings frequently requires a direct manipulation responsiveness, an incremental redesign of the generated visual material is necessary. Following our previous work on constraint-based multimodal design, we show how powerful constraint processing techniques, such as constraint hierarchies and dynamic constraint satisfaction, can be applied to visual programming environments in order to maintain graphical style and consistency for a meaningful layout. We describe InLay, a system for constraint-based presenting and editing visual programs. Finally, we will have a short look at some extensions with regard to advanced interaction and visualization techniques.
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1 Introduction

There is an expanding field of applications which have to communicate information visually, such as the design of graphical software, informational charts, and multimedia interfaces [Catarci et al. 92, Maybury 93, André et al. 93a]. While the infrastructure for accessing, processing and displaying vast amounts of information is developing rapidly, we still need adequate technology that enables an efficient and profitable availability of this information. But existing presentation and design tools are growing more and more cumbersome to use, as the complexity of the application grows, such as in visual programming. That means, users need sophisticated mechanisms which communicate specific information when they need it and in the right format to perform certain tasks. In this respect, advanced visual interfaces should be able to generate interactive multimedia presentations in order to account for flexibility, effectiveness, reactivity, and consistency [André et al. 93b]. Particularly, meaningful layout and visual editing facilities can be seen as integral parts of the next generation’s design and presentation environments.

One essential shortcoming of current visual programming environments is their lack of providing adequate tools for maintaining graphical style, legibility, and consistency of dynamic presentations. Traditional graph layout algorithms do not have knowledge about how the information is really used, since they have no explicit representation of the display objects and their causal relationships. Frequently, program visualization is just a mapping from program code to visual items.

As visual presentations are intended to convey specific information to their users, visual interfaces are limited in their power and usefulness when they are fixed to syntactic features only. Up to now program visualization was restricted to a structural visualization based on the program’s data structures or underlying computational models, e.g., using Nassi-Shneiderman diagrams. Conceptual information for visualizing domain concepts mostly cannot automatically be inferred from the corresponding program data. Instead, we propose a conceptual visualization by reflecting interface semantics about the logical and rhetorical structure of the presentation content that has been stated by semantic and pragmatic relations. By formalizing the intent of a presentation as a presentation goal and allowing the specification of design parameters, we can tailor a presentation with one and the same communicative intent to different people and situations (cf. [Seligmann & Feiner 91, Wahlster et al. 93]).

The primary contributions of this article are twofold: we address both, the visual design process (visual programming) and the layout of generated multimedia information (program visualization). Obviously, the presentation goals in both domains overlap. By the example of InLay (Interactive Layout Laboratory), we describe enhancements to constraint-based visualization to extend the capabilities of graphical interfaces. We have developed constraint techniques that support the generation of dynamic visual presentations that automatically maintain a set of visibility constraints as the user edits the design or modifies the viewing parameters.

Following our previous work on constraint-based graphical layout [Graf 92, Graf 93], we show how advanced constraint processing techniques, such as prioritizing constraints, incremental and dynamic constraint satisfaction, can be widely applied to interactive visual environments in order to maintain graphical style and visibility constraints for a meaningful presentation.

In this paper, we do not present a new layout algorithm but a declarative repre-
sentation formalism for graphical design knowledge, including knowledge about layout, typography, dynamics, and interaction, to enhance the presentation and interpretation of visual information. Conceptually, our goal is to go beyond traditional presentation techniques with providing a general framework for automated layout and graphical editing tasks in visual programming environments, such as exploring, monitoring, and presenting information. Ultimately, we suggest some novel presentation techniques to produce the most effective view of the information using animated layout, abstracting, focussing, etc., to quickly process large amounts of visual information in order to exploit humans' visual capabilities.

2 An Example

To illustrate the functionality of the system, let's have a short look at a small example taken from a visual programming environment, as it may be used in CASE tools.

![Visual Programming Environment](image)

Figure 1: Visual Programming Environment

The following snapshots of a system run will demonstrate how InLay supports the design process of visual programs by incrementally beautifying the display after visual editing operations, such as adding, dragging, and re-sizing display elements. Fig. 1 gives an impression of a typical, inconsistent and incoherent display as it frequently occurs in programming interfaces without editing and layout support. The so-called virtual display in the lower right corner of the display shows a facility to zoom into a deeper level of the hierarchical information structure. Because of the lack of space, we will not treat the handling of design parameters in this example.
Fig. 2 shows another display area that has already been beautified by InLay exploiting stylistic features and applying visibility constraints to an incrementally designed visual program.

![Diagram of InLay interface](image)

**Figure 2: Display after User Interaction**

One essential problem in visual programming is concerned with the handling of global conflicts between not directly related visual items, after inserting a new program construct into the dataflow graph (cf. section 4.4). InLay can detect such global conflicts and backtrack to select an alternative, consistent design that is shown in Fig. 3.

### 3 Design Issues and Overview

As with many other interesting AI design problems, geometric search and optimization problems are immanent to many applications of intelligent graphical and multimedia interfaces. An important class of such problems in visual presentation generation involves computing positions, dimensions, and topological orientations of multimedia entities that satisfy a set of visibility constraints. Visual program environments using typical depictions such as dataflow diagrams and charts, graphs, and trees, are essentially characterized by its structural, temporal, conceptual, and presentation properties. Here, most design systems suffer from problems such as interactivity and responsiveness, local/global consistency and coherence, expressiveness and effectiveness, processing semantic and context information as well as handling weak, dynamic, and temporal relations.

One of our main goals concerns the exploitation of common-sense knowledge about program visualization for presentation beautification and the adaptation of layouts on the
fly in order to give on-line support for visual editing tasks, such as the cooperative design of software diagrams. Our central guiding design rationales to overcome these problems are communicative intent, interactivity, adaptivity, and incrementality.

**Intent and Layout**  A visual presentation is designed to fullfill a specific communicative intent such as the visualization of an object's state, location, properties (e.g., underlying program code), dynamics, or its relations to other objects. Visual clarity of a presentation can be achieved by using a visual organization of information that emphasizes the underlying logical and rhetorical structure of the information to be presented as well as context information. Therefore, the intent of a presentation that can be specified as a communicative goal should partial be communicated through its layout.

While most of the previous work on multimedia presentation design only addresses quantitative or syntactical aspects, we also focus on the intent of the presentation in order to generate syntactically as well as semantically correct presentations. In *InLay*, we deal with page layout as a rhetorical force, influencing the intentional and attentional state of the user. Therefore, the user is requested to state only interface semantics, not syntax. We view the layout itself as an important carrier of meaning.

It is a central claim of this paper, that only a deeper treatment of visual constraints in information presentation addresses the ergonomic aspects of layout and so can reduce the semantic gap between user and computer. In this respect, semantic-pragmatic information between visual elements communicating presentation and exchange acts as well as program constructs, e.g., if-then-else, case, while operations, can represented by means of so-
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called *rhetorical relations*, such as 'sequence', 'graphics-text', 'contrast', 'elaboration', 'comply-with-request', that are reflected by graphical constraints specifying topological arrangement facilities for visualization. The user can graphically state information about semantical relationships between visual elements which should be reflected by the layout. These relations can also be specified by a content planner [André & Rist 93] or directly derived from the application code.

**Adaptivity and Interactivity** In a number of situations, it is an important feature to be able to produce customized layouts of visual items with minimal effort. Especially, in dynamic display environments, displays must be flexible enough to accommodate varying numbers and sizes of visual objects. The quest for user interaction is based on the fact that is impossible to anticipate all needs and requirements of each potential user in an infinite number of presentation situations. Therefore, systems using dynamic graphical presentations, such as in visual programming, have to adjust their design in response to user interaction in order to achieve an expressive and effective output with high coherence.

Since frequently software visualization systems are limited in the breath and extensibility of their displays as they do not allow user-defined displays we have developed a set of techniques for the generation of highly adaptive interfaces that support user-controlled design of graphical presentations and customize a presentation to the communicative situation and a specific user. We approximate the fact that communication is always situated by making all decision processes sensitive to design parameters such as user's layout preferences, presentation type, presentation intent, output medium, and resource limitations. Design parameters can affect how information is displayed, e.g., the text in a node can be scaled with the size of the node or remain fixed.

**Visual Editing** Graphical editing of large and complicated visual presentations are laborious to produce by hand. Here, it is unacceptable to spend more time on the visualization of the application information to be presented than the application algorithm itself. For example, in a program visualization context, the user doesn't want to waste time with layout specifications. On the other hand, fully automated layout design frequently leads to suboptimal results. So, there comes an increasing need to involve the user in the graphical design process. It has been proven as an effective procedure, in the first phase of the design process, to allow the specification of rough layouts by the user, which can be incrementally beautified by the system following certain design constraints in later stages.

In order to make the editing and layout process of graphical presentations more efficient, we allow the user to create an interface through *pre-editing* of layout sketches, which can automatically be beautified by the system. Moreover, we facilitate the user to tailor the interface to his needs by *post-editing* automatically laid out presentations, using editable graphical histories or changing default layout schemata interactively. The user will be allowed to edit display objects using operations such as panning, dragging, re-sizing, zooming into, and modifying viewing parameters. Then the system supports smooth, incremental changes between successive displays.

**Incrementality** As a significant change in the application requires a complete redesign of the interface, we encourage an incremental update of the interface to improve its quality.
and efficiency. Therefore, in dynamic graphical environments there is a need for incrementality, that means the immediate realization of parts of a stepwise provided input, e.g., the beautification of lines in a flowchart and positions of display objects. As we will not rely on pre-defined links between pre-stored multimedia information items, presentation design will be done at runtime in order to decrease the response time and react more promptly to the application. As the user browses or edits a dynamic graphical presentation, the system updates visibility changes smoothly to avoid visual discontinuities. All views of the dataflow chart are redesigned simultaneously in realtime to maintain a set of visibility constraints automatically as the viewing specification changes, ensuring that specific objects remain visible.

4 Constraint-Based Visualization

As has been shown in previous work by [Borning & Duisberg 86] among others, many complex visual interface operations and transformations can efficiently be facilitated using constraint processing techniques. For example, the beautification of large graphical networks can be automatically arranged and lines in flow charts made consistent within a certain tolerance interval. The declarative semantics of constraint languages allows one to specify graphical objects while avoiding extraneous concerns about the realization of the visualization algorithms. Moreover, automatically applying constraints to multimedia displays allows a better control of the design space and facilitates a redesign of a generated presentation on the fly.

To address these features, we propose a clean separation between the application and the visualization domain, which implies the description and editing of the algorithm, the presentation, and relationships between the two domains, respectively. This decoupling of the visualization from the application code results in easy modification and elegant specification capabilities and facilitates special visualization effects (see section 5). In the following sections, we will give more details on the fundamentals of InLay's underlying constraint system.

4.1 Representation of Visual Objects

In InLay, all visual objects are described by its bounding rectangles. The size of an object depends on the application data and their format, e.g., a text object containing program code is formatted automatically by a constraint-based typography component [Graf 92]. Each visual object is generated as a subclass of class BOX, which manages the structure of the constraint network, and inherits variables and methods from it. Furthermore, classes can inherit from multiple superclasses, e.g., Display Node delivers information about the underlying constraint graph, which enables InLay to handle Procedures.
Visual objects are defined by its state and behavior that is specified as a set of constraints. New instances of visual objects can be created by instantiating the specific prototype class. For example, a box is represented by variables for: x-value, y-value, width, height, and distances to connected objects. We use a dataflow implementation of constraints as in [Maloney et al. 89]. This concept allows one to easily enrich the system with other visual language constructs and adapt it to further domains (e.g., multimedia desktops). A part of the class structure for visual programming elements is shown in Fig. 4.

### 4.2 The Constraint Language

In the context of visual programming environments, we use constraints extensively to maintain visibility and local/global consistency between application data and its graphical depictions as well as among multiple views of data, e.g., after dragging, zooming, or iconifying display objects, state animation events, and specify application- and user-specific requirements. Furthermore, graphical constraints map the communicative intent to graphical style describing how visual objects should be arranged. Here, a thorough elaboration of a constraint-oriented approach enables both the designer and the user of a system to naturally express the meaning of the intended information such that the computer can maintain even the semantics of the implementation.

Relations between multimedia objects can be classified as *semantic-pragmatic*, *geometrical/topological*, and *temporal*. Semantic-pragmatic constraints can be compiled into graphical constraints that represent aesthetical knowledge about perceptual criteria concerning the organization of visual elements, such as the sequential ordering (horizontal vs. vertical layout), alignment, grouping, symmetry, or similarity. Geometrical and topological constraints refer to absolute and relative constraints. Temporal relations are used in the case of animated presentations to represent temporal, spatial information (e.g., stating a constraint while the mouse button is held down).

*Primitive constraints* represent elementary local relations, e.g., 'beside', 'connect', or 'under', expressing basic geometric relations. These constraints are specified by sets of mathematical equations (e.g., two objects that are constrained to touch at specific points) or by sets of inequalities (e.g., one object is constrained to lie inside another). The primitive constraints can be aggregated to more complex *compound constraints*, specifying the
visualization of semantic-pragmatic relations such as 'contrast' or 'sequence'. Furthermore, the underlying constraint language is able to encode aesthetical knowledge in order to express certain semantic/pragmatic, geometrical/topological, and temporal relations.

**Constraint Hierarchies for Dynamic Layout Tasks**  Beside the semantic classification of local constraints outlined above, one often wants to prioritize the constraints in those which must be required and others which are preferably held and could be relaxed in the worst case. If the various constraints are given a priority, the most important and restrictive constraints can be satisfied first. Such a set of constraints has been introduced as a *constraint hierarchy* by Borning and colleagues.\(^1\) Using constraint hierarchies has been proved as a convenient means in user interface design [Maloney et al. 89, Myers et al. 90] and the LayLab layout system [Graf 93] for declaring relative desires. We distinguish between *obligatory*, *preferred*, and *default constraints*. The latter state default values, which remain fixed unless the corresponding constraint is removed by a stronger one.

**Dynamic Constraints and Pointer Variables**  In graphical synthesis tasks like display layout, constraints frequently have only local effects, i.e., the set of variables that is relevant to a solution, dynamically changes as presentations are incrementally generated by a presentation system or by user actions during problem solving. So, we have to distinguish between *static constraints* that are related to a fixed set of variables and *dynamic constraints* that are generated on the fly. In this case, the problem with incremental constraint solvers is that they can reason upon a changing set of variables and constraints, but cannot themselves handle the activity of a variable. A typical form of dynamic constraints in graphical environments concerns those in which the number of layout elements belonging to one relation is not known a priori, such as a sequence of connected display objects or subtrees of a dataflow graph.

A typical form of dynamic constraints in interactive graphical environments concerns those in which the number of layout elements belonging to one relation is not known a priori, such as the objects in a subtree of the dataflow graph. Therefore, the constraint language must be able to handle *indirect references* [Vander Zanden et al. 91]. Indirection allows the specification of layouts, independently of the number of layout objects using pointer variables that facilitate the programmer to specify constraints like procedures in imperative languages.

In InLay dynamic distance constraints do not work on single variables, but on a dynamic list structure of variables which represent parts of the required subtree. Here, variables can reference to dynamic sets of required global topological information. Consequently, dynamic constraints are able to encode global relations instead of the local relations of default constraints. For example, in dataflow graphs the constraint *dynamic-distance-vertical* maintains relations between all objects to the right and the distance to the object below. The system manages these objects in a list, which is dynamically updated after each user or system actions by computing the trace to the root of the dataflow tree and adding or deleting the concerned variables in the lists of relevant nodes. This concept reduces the size and number of constraints, that must be dynamically created and deleted, which is a time consuming task.

\(^1\)Previous papers [Freeman-Benson et al. 90, Borning et al. 92] have provided an analysis of the theoretical background of constraint hierarchies.
While static constraints are easily encoded in Lisp S-expressions, dynamic constraints are represented by Lambda expressions which enable constraints having a procedural style to model dynamic application behavior. If pointer variables point to nil, the constraints maintain default values.

### 4.3 Constraint Satisfaction

We have implemented an incremental constraint hierarchy solver which is capable of processing the introduced dynamic and prioritized constraints. This solver is based on *DeltaBlue* [Freeman-Benson et al. 90], an efficient local propagation algorithm that generates plans which can be reused repeatedly to solve the same constraint without calling the constraint solver again. As *DeltaBlue* is structure-based, a lazy evaluation technique can efficiently be applied to handle indirect references with respect to specific constraints such as connection constraints. This means, a constraint with indirect reference is evaluated when all its input variables of the dynamic list are evaluated. Therefore, the solver can handle large and complex constraint networks very efficiently.

### 4.4 From Local to Global Visual Consistency

In *InLay* we try to enforce local consistency conditions in order to simplify the subsequent computation of a globally coherent model of visual objects.

**Consistency and Graphical Style**  As we described before, the system is able to translate interface semantics into constraint representations exploiting visibility constraints to maintain a consistent presentation and graphical constraints to meet certain aesthetical criteria. We regard a dataflow chart as consistent, if there are no overlappings and line crossings as well as all formatting requirements are fulfilled. First, we will consider local consistency issues only. For instance, the consistent sequentional arrangement of two visual program commands $A$ and $B$ is determined using the following constraint network:

![Diagram of horizontally centered placing](image)

*Figure 5: Horizontally Centered Placing*
Fig. 5 illustrates four different kinds of constraints:

- The topological constraint \textit{horizontal-centered}, which states a centered placing in the horizontal direction:
  \[ B.y = A.y - 0.5 \times A.h + 0.5 \times B.h \]

- The topological constraint \textit{beside}, which guarantees the non-overlapping of two objects:
  \[ B.x = A.x + A.w + A.dist-hor \]

- The metrical constraint \textit{distance-horizontal}, which specifies the distance between the two objects:
  \[ A.dist-hor = \text{min}\{0.5 \times A.w, 0.5 \times B.w\} \]

- In addition, the system adds an edge between the two boxes, which is constrained by a so-called \textit{connection constraint}. Starting and ending point of the edge are fixed to the center of the opposite sides (not shown in the graphics).

In general, these constraints guarantee the local consistency of two visual objects as well as their semantical connection that is reflected by their relative orientation. Moreover, the graphical style can be maintained globally using default distance and connection constraints.

**Reaching Global Consistency with Conflict Avoiding Constraints** Since visibility constraints as described above only guarantee locally consistent presentations, visual programs frequently suffer from global conflicts between not directly related objects, e.g., overlapping conflicts and line crossings after dragging one object as shown in Fig. 6. For a global conflict handling global knowledge about the topology of the whole dataflow chart is necessary. In general, there are two possible strategies to deal with global conflicts: a posteriori \textit{conflict solution} and a priori \textit{conflict prevention}. In InLay, we have tried a rule-based conflict solution algorithm first, but we have not achieved an acceptable runtime efficiency.

In visual program tools, we benefit from the specific structure of the flowcharts that can be treated as binary trees with a special root, namely the program's starting symbol. With respect to storage efficiency, this tree is not stored separately, as parts of it can directly be derived from the topological relations between the dataflow objects from the underlying constraint network. In the following, we will refer to this structure as the \textit{dataflow tree}. In order to avoid conflicts in dataflow graphs, the system needs information about typical conflict cases and their prevention. Fig. 7 illustrates some frequently occurring conflict patterns when editing visual programs.

\footnote{To improve readability we express constraints in a simplified infix notation}
A main conflict results from the arrangement of objects as in pattern 1. This kind of conflict can be solved by relaxing one of the distances A-C or A-B. In the case distance A-C is relaxed, the vertical distance must be equal to the maximum y extension of all objects which are leaves in the subtree to the right plus some offset. This can be expressed by the following \textit{dynamic-distance-vertical} constraint:
Pattern 2 shows the result after the insertion of the dynamic-distance-vertical constraint. Here, another kind of conflict might occur when extending object D, that can be solved similar to pattern 1 by relaxing the horizontal distance A-B with the following dynamic-distance-horizontal constraint:

\[ A_{\text{dist-hor}} = 0.5 \times \max\{A_{\text{right-under first w}}, \ldots, A_{\text{right-under last w}}\} + \text{offset} \]

This form of avoiding global conflicts can be seen as a design heuristic. In this respect, we speak of a row-layout heuristic in case 1 and a column-layout heuristic in case 2, which can be specified by the user via design parameters. Obviously, conflict patterns can be transformed into conflict-free pattern. For example, pattern 2 in Fig. 7 becomes conflict pattern 3 in Fig. 8 by adding object E. In order to avoid such conflicts, constraints also have to regard the potential extensions of all objects in subtrees below the referred one, which are connected to the root (here object C) via beside constraints.

![Figure 8: Change of Dataflow Tree Patterns](image)

We take this into account by using prioritized constraints as described above. Here, topological and connecting constraints, such as beside and under in the examples above, are defined as required. The metrical distance constraints are divided in default and preferred ones. The default distance constraints are added to the constraint network to express the default spacing. The preferred distance constraints for conflict prevention have a strength that increases with the content of information.

## 5 Advanced Visualization Techniques

Visual program layout and program visualization make a number of useful contributions for all kinds of graphical editing tasks. Furthermore, innovative visualization and interaction techniques for dynamic displays can generate new insights, e.g., algorithm animation facilities [Brown 88] and 3D information retrieval [Mackinlay 92], and can be seen as a new quality of communication media. The performance of our constraint solver allowed some realtime extensions with regard to an intelligent use of the following techniques:
• Animated layout of 2D graphics
• Abstracting presentation parts
• Focussing of active display objects
• Editing graphical histories
• Generation of meta presentation parts
• Visualization of information structures

For example, the user is facilitated to zoom into deeper level of a hierarchical information structure (e.g., textual program code), to move currently processed objects into the focus, or to view context information on virtual displays.

6 Related Work

As graphics infrastructure becomes more and more sophisticated, rapidly expanding activities have entered the area between visual interfaces and AI systems (e.g., [Maybury 93, Sullivan & Tyler 91, Catarci et al. 92]), including work on graphical layout, graphics generation, visual programming, multimedia user interfaces, as well as constraint-based reasoning. Since the physical format and layout of a presentation often conveys the structure, intention, and significance of the underlying information and therefore plays an important role in presentation coherency, automatic layout facilities are included increasingly in presentation systems and multimedia interfaces. Recent approaches in automated multimedia/multimodal layout investigate the use of rule-based [Feiner 88], constraint-based [Graf 92] and case-based reasoning [MacNeil 90] methods for representing graphical design knowledge.

While much research has concentrated on the automated visualization of informational graphics [Mackinlay 85], the knowledge-based layout and beautification of graphically presented relational information and visual programs have nearly been explored. Marks [Marks 90] investigated the encoding of arc-node diagrams in his ANDD system that grouped nodes sharing common graphical values (e.g., shape, color, size) to reinforce perception of graphical properties. It was guided by so-called "pragmatic directives", that specify which interconnection patterns should be made visible by the layout. One weakness of the system is the realization of generated perceptual organization with the expensive layout algorithm. Beside a rule-based realization, a genetic [Kosak et al. 91] and a constraint-driven algorithm [Dengler et al. 93] have been implemented. Analogously, Roth and Mattis [Roth & Mattis 91] sorted chart objects and tree nodes to support search.

More recently a new class of systems, which try to overcome general layout problems using genetic algorithms, e.g., GALAPagos [Masui 92], has become popular. These approaches do not solve constraints directly, but modify candidate solutions with random values and approximate an optimal solution by iteration. Since they allow the generation of suboptimal solutions, they are rather robust. Usually genetic algorithms suffer from the problem that they are too slow, not reliable and some kinds of constraints are hard to specify. Moreover, genetic algorithms can not support conceptual visualization, as they
have no design knowledge about the presentation, and they do not allow modifications at runtime as well as specification of users’ preferences.

In previous work several dedicated algorithms for drawing graphs have been proposed, a comprehensive survey gives the annotated bibliography by [Di Battista et al. 93]. Most traditional algorithms exploit heuristics to overcome the complexity, but most of them are not flexible enough and do not allow to add user preferences. Instead, for the diagram server ALF [Di Battista et al. 90] a new approach in building a tailorable and extensible automatic layout facility for the production of nice drawings has been suggested. This tool selects from a spectrum of special-purpose algorithms the best suitable one for a specific application and then allows the assembling of new algorithms from existing ones. From this broad field we should further remark a new way by [Böhringer & Paulisch 90] to achieve stability in the layout of cyclic graphs and the system Converge [Sistare 90] for 3D geometric modeling. Another approach in interactive graph layout proposes a novel methodology for viewing large graphs [Henry & Hudson 91]. Its basic concept is to allow the user to interactively navigate through large graphs and learn about them in concise sections of appropriate size.

Moreover, visual programming and graphical editing tasks have been addressed by programming- and constraint-by-example techniques to enhance the interactive specification and editing of graphical presentations [Myers 91, Kurlander 93]. An automatic beautifier for line drawings and illustrations that makes use of automatic constraint generation as part of a 2D graphics editor is described in [Pavlidis & Wyk 85]. In this approach, vertices are re-drawn precisely following certain constraints, such as nearly adjacent or coincident lines, that are inferred from an initial sketch which are imposed on the beautified version. But most of the drawing programs are limited to syntactical constraints.

Our work on advanced visualization and interaction techniques has mainly benefited from the influential work by Mackinlay et al. at Xerox PARC on the Perspective Wall [Mackinlay et al. 91] and the Information Visualizer [Mackinlay 92]. A similar approach for viewing and interacting with large layouts on limited displays in order to show local details and global context in one view is detailed in [Sarkar et al. 93]. Here, orthogonal and polygonal algorithms have been used for stretching a so-called rubbersheet, but they suffer from discontinuities at the boundaries and scaling/dimensioning problems respectively.

Up to now only rudimentary work has been done in the areas “animated layout” and “layout of presentations including animation”. Research in this fields was mainly concerned with topics like animation of programs and visual programming (e.g., [Brown 88, Chang 90, Duisberg 90]). Here, numerous visualization systems for producing diagrams automatically from program code as well as generating static graphical displays of data structures have been developed and allow for editing the underlying program. But most of them propose less effective canonical displays which are less effective and difficult to create for linked and nested structures. Examples of a program visualization systems build GELO [Duby et al. 89] and its 3D extension PLUM [Reiss 93], general-purpose packages to visualize information about programs. Here, the layout of linked hierarchical objects, is described via constraints. GELO includes predefined data views and allows the graphical specification of topological constraints by the user. Essential shortcomings of GELO are that its displays are not aesthetically pleasing and the graphics can not be tailored to the user’s needs. Another interesting approach carried out in the context of Pictorial Janus for visualizing object-oriented programming systems, addresses a declarative formalism for the definition of graphical layout [Haarslev & Möller 92]. Apparently, no work has
been done on applying principles of graphic design to visualizing data structures.

7 Implementation

A first prototype of the system InLay, a tool for incremental, constraint-based editing of visual presentations, has been implemented using Allegro Common Lisp/CLOS for object-oriented interface programming and the Common Lisp Interface Manager (CLIM), Release 2.0, an X window compatible Lisp-based window programming interface that provides a layered set of portable services for constructing user interfaces. The incremental constraint solver which is based on the DeltaBlue [Freeman-Benson et al. 90] algorithm is \( O(cN) \) in the number of affected constraints. The system is considered to be experimental work in progress. So, for this first prototype version, we have deliberately limited our application domains to visual programs and multimedia displays. We have further concentrated only on a small set of design heuristics with wide applicability.

8 Conclusion

We have described the constraint-based interactive display manager InLay that automatically handles all aspects of display layout and editing in visual presentation environments as one extension of the multimedia layout manager LayLab [Graf 93]. The approach detailed in this paper has already been approved for the automatic layout control of the multimodal/multimedia presentation system WIP [André et al. 93a, Wahlster et al. 93] and its interactive extensions. A further application will be concerned with support of the semi-automated 3D graphics editor AWI [Rist et al. 94].

Beside visual programming environments there arise numerous potential application domains that suffer from visual design and consistency problems, such as the broad field of intelligent multimedia interfaces, CASE tools, with particular utilities for program animation, debugging, process monitoring, on-line help (instruction, tutoring), and documentation, as well as different kinds of network diagram designers, CSCW, and virtual realities.
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